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Abstract

Decentralized identity (DID) is pivotal to Web3 applications as it empowers users

to manage their identities and credentials without relying on any central authority,

thereby enhancing privacy, security, and user autonomy. Existing research on DID

primarily focuses on single-controller scenarios, where controllers have complete privi-

leges for identity and credential management. The multi-controller scenario is also an

important and indispensable component outlined by the W3C DID standards, while

its privacy and security issues have not yet been fully explored. These issues stem

from both existing coarse-grained identity management and the intrinsic characteris-

tics of blockchain systems, such as data transparency and high ledger-commit latency.

In this thesis, we aim to solve these problems and construct privacy-preserving and

secure identity management schemes for DID in multi-control scenarios. We carry

out the following work.

In our first work, to solve the problems caused by coarse-grained identity manage-

ment adopted current schemes, i.e., identity impersonation by malicious controllers

and high key recovery overhead, we propose MoDID, a fine-grained identity manage-

ment scheme for multiple controllers, which complies with the DID standard proposed

by W3C. Our solution allows multiple controllers to control DID subjects flexibly and

reliably through hierarchical controller management. Additionally, we design a secure

and low-overhead key recovery scheme to reduce the risk of identity loss. The con-

trollers only rely on the social control recovery in case other controllers cannot execute
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replacing operations. Finally, we implement MoDID on the Sepolia Ethereum Test

Network to evaluate the effectiveness of our proposed scheme. The result demon-

strates that our system allows multiple controllers to manage a single identity with

lower gas consumption and time consumption than the state-of-the-art.

In our second work, we find two new attacks in multiple controller scenarios caused

by the intrinsic characteristics of blockchain systems. We also propose a privacy-

preserving and secure identity management scheme to defend against them. The

first proposed controller-correlation attack allows an attacker to infer relationships

between different subjects by correlating the public keys uploaded by controllers in

the blockchain. To avoid this kind of privacy leakage, we propose a masking scheme

based on the Merkle tree, which allows the controllers to prove their ownership over

the multi-controller identities without publicizing the plaintext of their public keys.

The other identity impersonation attack exploits insecure controller revocation caused

by high block synchronization latency. To resist this attack, we propose a lightweight

authentication scheme where the holders provide digest freshness proof and the veri-

fiers only need to download block headers. Finally, to evaluate the feasibility of our

proposed scheme, we implement our system on the Sepolia TestNet. The experimen-

tal result demonstrates that our system can prevent these attacks with acceptable

gas consumption and time consumption, compared with the state-of-the-art.
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Chapter 1

Introduction

1.1 Decentralized Identity

The development of decentralized ledgers [26, 61, 77, 13] has given the birth of Web3,

which aims to establish an open and decentralized ecosystem. Identity management

plays a vital role in Web3 applications for authentication and access control. The

ForgeRock 2023 Identity Breach Report 1 reveals that approximately 1.5 billion iden-

tities have been compromised in nearly a year, resulting in incurring an average cost

of nearly $9.4 million per breach. Decentralized identity (DID) is based on decen-

tralized ledgers, which is a promising solution for Web3. DID enables the holders to

autonomously control their identity and credentials, reducing security risks associated

with data centralization in traditional authentication schemes. Especially, the issuers

and holders upload their public keys to the decentralized ledgers. These public keys

are used by the verifiers to verify credentials. Generally, DID can rely on any de-

centralized ledgers, like the InterPlanetary File System (IPFS) or blockchain system.

However, blockchain systems use hash links for immutability features compared to

1https://www.pingidentity.com/en/resources/content-library/analyst-reports/3763-2023-

forgerock-identity-breach-report.html
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Figure 1.1: A Generic Architecture of a DID Subject with Multiple Controllers and

Credentials.

other decentralized ledgers. Blockchain enables the verifiers to get the correct public

keys for verification. Thus, many DID systems introduce blockchain.

In a DID system, holders obtain credentials from issuers and selectively disclose them

to a verifier for identification or authentication [50]. Fig. 1.1 illustrates the structure

of a typical DID system in which the subject can be a person, physical entity, or

organization. The credential portrays the attributes of the DID subject, and its

controller may be the subject itself or multiple other entities. The controller manages

the subject with its private key and thus enjoys full sovereignty over credentials. Thus,

it is vital to make controllers use and manage credentials in a secure and reasonable

way.
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1.2. Motivation

Figure 1.2: Organization Accounts in Instagram.

1.2 Motivation

Most of the existing DID schemes focus on a single-controller structure [33, 40, 15, 27]

where a subject is fully controlled by one controller. However, as elucidated in the

DID standard proposed by the World Wide Web Consortium (W3C), many applica-

tion scenarios require joint control of a subject by multiple controllers. For example,

an organization may require multiple managers to jointly manage an organization’s

credentials. For example, as shown in Fig. 1.2, there are many accounts of orga-

nizations in the Instagram application 2, such as hkuniversity and hongkongpolyu.

Identity management in multi-controller scenarios has a wide range of applications,

2https://www.instagram.com/
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but little work focus on this area. The uPort system [31] allows multiple controllers to

jointly control an identity. However, the uPort system only grants the same privileges

to all controllers. This can lead to serious security and privacy problems, impeding

the application of DID in multi-controller scenarios.

Even though the multi-controller scenarios have wide promising applications, there

are many serious security and privacy issues encountered by the existing DID sys-

tems. These issues stem from both coarse-grained identity management and the

intrinsic characteristics of blockchain systems, such as data transparency [8] and high

ledger-commit latency [60]. Coarse-grained identity management schemes can result

in security vulnerabilities, including identity impersonation attacks by malicious con-

trollers during the management process and unnecessary key recovery overhead due to

inflexible schemes. The inherent characteristics of the blockchain system can lead to

security and privacy issues, such as identity impersonation attacks stemming from in-

secure controller revocation in asynchronous environments and controller-correlation

attacks even from external adversaries. These issues pose a great threat to identity

security and privacy in multi-controller scenarios. Therefore, it is urgent to solve these

problems, and enable controllers to manage multi-controller identities in a secure and

privacy-preserving manner. In our first work, we concentrate on addressing security

4



1.3. Thesis Contribution

issues arising from coarse-grained identity management, while our second work aims

to tackle challenges arising from blockchain characteristics.

1.3 Thesis Contribution

The objective of the thesis is to design a W3C-standard compatible, secure, and

privacy-preserving identity management scheme for multiple controllers. This system

aims to address the security and privacy issues arising from both coarse-grained access

control mechanisms and the unique characteristics of blockchain technology. We

summarize our work in Fig. 1.3. We present the following contributions to achieve

this goal.

• In our first work, we focus on the security issues caused by coarse-grained ac-

cess control, i.e., identity impersonation by malicious controllers and high key

recovery overhead problems. To solve the problems, we propose MoDID, which

is a novel fine-grained identity management scheme for multiple controllers by

hierarchical controller management and modifying the key recovery strategy. 1)

To resist identity impersonation attacks, we propose a hierarchical controller

management scheme considering the inherent access control in the organization

scenarios. The controllers are categorized into three distinct roles based on their

reliability. 2) To reduce the key recovery overhead, we devise an optimized and

flexible key recovery scheme and reduce the risk of identity loss. Specifically,

the controllers rely on the relatively high-overhead social key recovery strat-

egy, only in instances where controllers with corresponding permission cannot

execute controller management operations.

• In our second work, we find two new attacks caused by blockchain character-

istics, i.e., controller-correlation attacks and impersonation attacks by revoked

controllers. We also propose a low-overhead scheme to defend against both

5



Chapter 1. Introduction

attacks. 1) To resist to controller-correlation attacks, we design a privacy-

preserving controller management scheme based on the Merkle tree. We allow

the controllers to provide ownership proof without publicizing their public keys.

2) To solve the insecure controller revocation problem, in our scheme, the hold-

ers provide digest freshness proof and the verifiers only need to download block

headers, rather than synchronizing heavy blocks. The verifiers can access up-

to-date public keys efficiently.

In summary, we design a W3C-standard compatible identity management scheme

for multiple controllers characterized by secure and privacy-preserving features. We

address the security and privacy issues caused by both coarse-grained access control

and blockchain characteristics. Our work promotes the application of DID in multi-

controller scenarios.

1.4 Thesis Outline

The remainder of this thesis is structured as follows. Chapter 2 introduces the main

technologies we used in this thesis. Chapter 3 presents our hierarchical identity man-

agement scheme for identity impersonation and high-overhead key recovery problems.

Chapter 4 presents our secure and privacy-preserving identity management scheme

for controller-correlation attacks and insecure controller revocation problems. Finally,

we conclude the thesis and give our suggestions for future research in Chapter 5.

6



Chapter 2

Background

2.1 The Era of Web 3.0

2.1.1 The Overview of Web 1.0 and Web 2.0

Web 1.0 [54] refers to the early days of the World Wide Web, roughly from the early

1990s to the early 2000s. It is known as the static web. Few content creators can

generate figures and text information on the website. The vast majority of users are

limited to passively viewing content. They simply act as consumers of content and

communicate with the website in a one-way manner, with limited user interaction

and dynamic content.

Web 2.0 [19] emerged around the mid-2000s. It represents a significant shift in how

the web is used, focusing on user-generated content, social interaction, and dynamic,

interactive websites. A Web 2.0 website allows users to interact and collaborate with

each other through social media dialogue as creators of user-generated content in a

virtual community. The users can read and create content on the website, as well as

upload or download files stored in the database. It also catalyzes the emergence of

applications with user interoperability, like social media platforms and content-sharing

7



Chapter 2. Background

sites. However, in the Web 2.0 era, users rely on large Internet enterprises to provide

services. The centralized private data management scheme may potentially lead to

serious privacy leakage problems. These enterprises may be attacked by hackers or

sell users’ privacy for the sake of profit. For example, in 2021, Facebook was attacked

due to a code vulnerability. As a result, the privacy data of more than 533 million

users is exposed, including their phone numbers, full names, locations, as well as

birthdates [21].

2.1.2 Blockchain Technology

A blockchain system is one of the distributed ledgers based on the peer-to-peer net-

work. It contains increasing blocks with related data with immutable and traceable

characteristics. These blocks are linked together through the cryptographic hash func-

tions. Specifically, the full nodes jointly keep these blocks and pack new blocks into

the blockchain system through Byzantine fault-tolerant consensus protocol[5, 65].

Bitcoin [41] is proposed by an individual or group known as Satoshi Nakamoto in

2008. It is the first cryptocurrency. The Bitcoin system uses blocks to store the

transaction data. These blocks are linked using cryptographic hash functions to

provide the tamper-proof. Specifically, the blocks are made up of two parts, i.e.,

block header and block body. Block body contains transactions using Merkle tree

algorithms. With the block headers as commit, it is easy for the light nodes to verify

whether a transaction is contained by a block. The miners run the Proof of Work

(PoW) protocol [17] to add new blocks to the blockchain.

Ethereum [6], introduced by Vitalik Buterin in 2015, is a decentralized blockchain

platform. Central to Ethereum’s innovation is the concept of smart contracts [67, 76],

programmable self-executing agreements that enable automated transactions without

the need for intermediaries. This platform facilitates a wide array of decentralized ap-

plications [7, 9], like supply chain management and voting systems, thus significantly

8



2.1. The Era of Web 3.0

expanding the potential use cases of blockchain technology. Additionally, Ethereum

uses the proof-of-stake (PoS) algorithm to get consensus. The average block genera-

tion time on Ethereum is 15 seconds, which significantly improves the scalability of

the Ethereum system.

Apart from the two main blockchain systems, there are several other notable blockchain

platforms. For example, Ripple [2] is a blockchain platform primarily focused on

providing fast and low-cost cross-border payment solutions for financial institutions.

Solana [70] designs an innovative scheme to solve the issues related to scalability

and high transaction costs. To improve the scalability of existing blockchain sys-

tems, Polygon [48] is a Layer 2 scaling solution designed to enhance the scalability

and transaction speed, while reducing transaction costs. It aims to provide devel-

opers and users with a faster and more cost-effective transaction experience. The

development of blockchain systems makes it possible to build a web ecosystem with

decentralized characteristics.

2.1.3 The Overview of Web3

The centralized architecture in Web 2.0 raises concerns about information centraliza-

tion and data leakage. The development of blockchain technologies [57] has catalyzed

the emergence of Web3 [30, 25]. Web3 aspires to establish an open and decentralized

ecosystem, which is often described as the next phase of the internet [10]. Firstly, It

aims to provide distributed Internet services without reliance on trusted third par-

ties. It reduces the risk of privacy leakage problems caused by data centralization.

Another important characteristic is user-centralized [49]. This means that by using

cryptography algorithms, the users can have full control over their data, including

identities, credentials, as well as tokens. The users can decide when to disclose their

own information to others. It greatly reduces the risk of user privacy leakage.

9
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Figure 2.1: The Component of Web3.

Fig. 2.1 plots the elements and their relations in a Web3 ecosystem 1. There are four

layers in the ecosystems, i.e., protocols and primitives, components, use cases, and en-

try points. In the protocols and primitives layer, the Web3 ecosystem needs blockchain

systems with good scalability [56], accountability [42], and privacy-preserving char-

acteristics, due to the existence of massive users. Based on the blockchain system,

there are many basic components. For example, Oracle [32] makes it possible to ex-

tract external data securely to the blockchain. Cross-chain services [43] allow users

to interact efficiently in different blockchain systems, like transferring transactions.

Identity management plays an important role in the Web3 ecosystem, since it has a

direct impact on the users’ privacy and digital assets. In a decentralized ecosystem

without reliance on centralized services, it is challenging to allow users to control

their identities and credentials in a secure and privacy-preserving manner. There are

many challenges in the process of identity management, including Sybil attacks, the

1https://eth.mirror.xyz/eQwtbeWM8Xq37oxf0nlSxwkFpG33qoxPa8o_wb7YbbY

10



2.2. Decentralized Identity Systems

linkability of identifiers, and identity loss problems. Given the basic components, the

developers can develop several decentralized applications for different scenarios, such

as Decentralized Autonomous Organization (DAO) [66], decentralized games, and

Decentralized Finance (DeFi) [75]. As for the entry point, the users rely on wallets

[52] to use the decentralized applications. The wallets are used to securely keep the

users’ private keys, as well as their related tokens and credentials. The wallets can be

hosted wallets, non-custodial wallets, and hardware wallets. Through the wallet, the

users can interact with the blockchain systems or other corresponding decentralized

databases [4].

2.2 Decentralized Identity Systems

Identity management is critical for authentication and access control in Web ap-

plications. In the Web2 era, users rely on centralized [16] and federated identity

[58] management structures for identification and authentication. Web3 [47] aims to

achieve an open ecosystem with decentralized characteristics. The centralized nature

and high risk of privacy leakage make these schemes difficult to apply in the Web3

era. DID, based on decentralized ledgers, serves as a robust and privacy-preserving

identity infrastructure. It is a promising authentication scheme in the Web3 era.

2.2.1 Traditional Identity Management Solutions

The centralized identity and federated identity management schemes play an impor-

tant role in the Web 2.0 era.

In a centralized identity system [46], the users rely on a single centralized web ser-

vice to control and manage their identity information and credentials, as shown in

Fig. 2.2 (a). Specifically, the individuals send their personal information to the cen-

tralized web services. After verification, the web services keep the user’s credentials.

11
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(b) Federated Identity Management Scheme.

Figure 2.2: Traditional Identity Management Scheme.

However, this system raises concerns about privacy and security. For users, they

need to remember multiple usernames and passwords for authentication. While for

web services, different web services isolatedly keep the credentials, which will lead

to the waste of storage resources. Besides, a proliferation of credentials and users’

enhanced demand for privacy protection place a great burden on web services. These

web services can disclose users’ private data or credentials for-profit purposes or due

to attacks. For example, Didi Global Inc. illegally collected nearly 12 million screen-

shots and 107 million pieces of passengers’ facial recognition data, and more than 167

million records of location data in 2022 [62].

Federated identity management scheme [58, 23] allows users to use the same set of

credentials for authentication and access control across services [11], as shown in

Fig. 2.2 (b). Specifically, federated identity allows different web services to appoint

one authority as an identity provider (IdP), such as Wechat. IdP can keep users’

authentication information, such as credentials or biometric attributes. Users can

use the credentials verified by IdP to access different web services without needing

12
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Figure 2.3: Decentralized Identity Management Scheme.

to register or log in separately to different systems. Federated identity allows web

services to share authentication information. It also enables the users to use one

identity to access resources in different web services. However, in such schemes, the

trust relationship leaves out the individual, giving rise to privacy and data protection

concerns.

2.2.2 Decentralized Identifier and Verifiable Credential

Blockchain technology [41], and decentralized ledgers have given rise to Web3, which

is aimed at achieving an open ecosystem with decentralized characteristics. The

centralization nature and the risk of privacy leakage make centralized and federated

identity management difficult to apply in the Web3 era. DID [3] is proposed to rectify

the shortcomings of centralized identity management structures. DID system serves

as a robust and privacy-preserving identity infrastructure. DID enables the users to

autonomously control their identity and credentials, reducing security risks associated

with data centralization in traditional authentication schemes.

DID scheme allows users to have full control over their identities and credentials.

13
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It has promising applications in the Web3 ecosystem. Since DID was proposed, its

security and privacy issues have attracted attention from researchers. In 2022, W3C

proposes the standards of DID [50, 63]. These standards clarify the participating

entities, issues, holders, and verifiers, as shown in Fig. 2.3. They also clarify the au-

thentication process and specify the credential format. According to the standards,

the holders can obtain credentials from the issuers and autonomously present them to

verifiers without the involvement of the issuers. Specifically, the issuer is responsible

for creating and issuing verifiable credentials to the holders. Issuers are usually au-

thorities, like governments or universities. The issuer verifies the individual’s identity

information and converts it into digital credentials or encrypted identity information

for secure use on the network. The holders are usually web users, who want to use

their credentials for identification and authentication. The holders can collect cre-

dentials from issuers and store these credentials in personal devices or digital wallets.

The holders can autonomously present credentials to verifiers. In the presentation

process, the holders can decide when, with whom, and which attributes to disclose.

The verifiers can be service providers, employers, and websites. They participate in

the authentication process by verifying the credentials. Different from centralized

identity and federated identity schemes, the credential verification process does not

involve the participation of issuers. After receiving the credential presentation, the

verifiers only fetch the public key recorded in the block and then verify the validation

of the credentials, such as checking digital signatures and other proofs.

DID standards [50] defines DID subject as expressed using the id property in the DID

document. DID documents record the mapping of subjects’ identifiers and public keys

of controllers. DID controllers are entities that are authorized to make changes to

DID documents. In other words, the controllers can not only use the credentials of

subjects, but also can decide who can control the identity. For some DID subjects,

the DID documents might be managed by more than one DID controller. This con-

figuration will often apply when the DID subject is an organization, corporation,

14
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government agency, community, or other group that is not controlled by a single indi-

vidual. This can happen in one of two ways, independent control and group control.

In the independent control case, each controller has full power to update the DID

document independently. In the case of group control, the DID controllers are ex-

pected to act together and reach an m-of-n consensus in some fashion, such as using

cryptographic algorithms [68, 35] or an on-chain voting mechanism [20, 22].

2.2.3 Researches on Decentralized Identity System

Since DID is proposed, there are also some industrial productions, like [15, 31, 40],

which allow users to gather credentials from issuers and selectively disclose them to

verifiers. However, there are still some unresolved issues attracting attention from

the researchers.

The privacy of credentials has attracted widespread attention from researchers. In

2022, Yamamoto et al. [71] propose Linked-Data-based verifiable credentials to enable

selective disclosure among one or more verifiable credentials issued by multiple issuers.

In 2022, De Salve et al. [12] describe an applicable method, allowing users to disclose

only one attribute without invalidating the signature. CredChain [37] enables users

to disclose attributes selectively based on the Merkle tree and redactable signatures.

In 2020, De Salve et al. [18] propose a low-overhead selective disclosure method using

hash functions. Zero-knowledge proof is also applied to achieve more precise infor-

mation disclosure. SelfKey [15] is a platform that uses zero-knowledge proof (ZKP)

protocols to minimize information leakage. D2CDIM [69] preserves identity privacy

by the anonymous credential and zero knowledge in the cross-domain authentication

scheme. In 2023, Rosenberg et al. propose zk-creds [53] protocol for flexible and

privacy-preserving credential presentation. In 2023, Du et al. propose UCBlocker

[14]. UCBlocker allows users to prove that they are qualified for the requirements of

the verifiers without leakage of extra attributes.
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In DID systems, the private key is important for a user to control their identities.

Without private keys, the controllers cannot manage the identity, as well as creden-

tials. In Web3, the problem becomes more serious. Loss of the private key translates

to a complete relinquishment of identity control, encompassing digital assets and

sensitive data. There are also some solutions to prevent the key lost. Firstly, in

some systems, the users rely on centralized authorities to maintain their private keys.

However, it necessitates users to place trust in these authorities implicitly. Secondly,

some schemes [52, 73] enable users to create a mnemonic phrase based on their pri-

vate key. The mnemonic phrase is stored in a secure medium. However, it remains

susceptible to potential loss of the storage medium. Thirdly, in some systems[33],

some committees are set to keep the users’ private keys using secret sharing schemes.

Users can regain their private keys by collecting fragments of private keys from com-

mittees. Even though a single committee cannot infer the private key information,

concluded committees can control all the users’ identities by gathering the fragments.

Besides, social recovery [31] is a common solution, allowing users to authorize a set

of guardians who can refresh or recover the users’ secret keys. The users can specify

delegates, instead of being forced to trust committees. However, if we directly apply

the social recovery scheme in the multi-controller scenarios, it can lead to unnecessary

overhead.

The above work related to DID is based on single-controller identities. Even though

identity management for multi-controller scenarios has promising applications [50], lit-

tle work has been done on identity management for multiple controllers. The uPort[31]

allows multiple controllers to jointly control an identity, but only grants the same priv-

ileges to all controllers. Especially, in the uPort system, any controller can not only

have permission for controller management, such as adding/removing a controller

for the identities, but also have access to subjects’ all credentials. Such a coarse-

grained identity management scheme may lead to problems of identity impersonation

and high key recovery overhead. impede the application of DID in multi-controller
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scenarios. Besides, uPort also ignores the security and privacy issues arising from

the unique characteristics of blockchain technology, i.e., data transparency and high

ledger-commit latency. The missing consideration can lead to controller-correlation

attacks and insecure controller revocation problems. Thus, it is necessary to design

a fine-grained identity management scheme for multi-controller scenarios.
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Chapter 3

MoDID: a Fine-Grained and Secure

Identity Management Scheme for

Multiple Controllers

3.1 Overview

In this chapter, we introduce MoDID, which is a fine-grained identity management

scheme for issues caused by coarse-grained access control, i.e., identity impersonation

attacks and high key recovery overhead. This chapter is structured as follows. The

system model is described in section 3.2, including our hierarchical Identity scheme

and flexible key recovery scheme. The implementation of our prototype platform and

the experiment results are described in section 3.3. Finally, we conclude this paper

in section 3.4.
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3.1.1 Problem Statement

DID plays an essential role in the Web3 applications. Multi-controller scenarios have

been added to the W3C DID standards [50] according to the common needs of joint

control on a subject by multiple controllers. To cater to multi-controller scenarios, the

uPort system [31] allows multiple controllers to jointly control an identity. However,

it is coarse-grained, because all controllers are granted the same privileges. Espe-

cially, in the uPort system, any controller can not only have permission for controller

management, such as adding/removing a controller for the identities, but also have

access to subjects’ all credentials.

Several problems in the existing systems impede the application of DID in multi-

controller scenarios.

• Identity impersonation.An adversary controller can impersonate the identity

without raising suspicion. This is possible because they can selectively remove

other unsuspecting controllers, thereby gaining full control over the identity.

• High key recovery cost. In current key recovery schemes, all controllers

rely on delegates to regain control over the identity, which brings extra gas

consumption.

The root cause of these problems is coarse-grained identity management, which gives

all controllers the same super permission. Therefore, it is necessary to design a fine-

grained and low-overhead identity management scheme for multiple controllers.

3.1.2 Sketch of Solution

To address the above issues encountered by the existing system, in the paper, we pro-

pose MoDID, which complies with the DID standard proposed by W3C. MoDID is a

fine-grained and low-overhead identity management scheme for multiple controllers by
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hierarchical controller management and modifying the key recovery strategy. Firstly,

for hierarchical controller management, we categorize controllers into three distinct

roles based on their reliability, i.e., root controllers, delegates, and basic controllers

[55]. Different controllers are responsible for different operations within the identity

management process, such as controller management, recovering keys, and using cre-

dentials. Since root controllers possess the privilege to control the identity, we design

two ways to manage them based on the collaboration of root controllers, i.e., the

independent way and the group way. Secondly, to mitigate the key recovery cost, we

devise a secure and flexible key recovery strategy. Specifically, root controllers can

assist controllers in regaining control over their identity by substituting the addresses

stored in the blockchain. Controllers resort to the social key recovery strategy, which

incurs relatively higher overhead, only in instances where root controllers cannot ex-

ecute controller management operations.

The major contributions of the work are summarized as follows.

• We propose MoDID, a novel fine-grained identity management scheme for mul-

tiple controllers. MoDID complies with the W3C DID standard. Our low-

overhead solution allows multiple controllers to maintain reliable control over

DID subjects by precise permission limits.

• We design a secure and flexible key recovery scheme for multi-controller scenar-

ios. In MoDID, controllers can regain control through an optimized key recovery

scheme to minimize identity loss while reducing the overhead.

• We build a DID prototype platform based on the Sepolia Ethereum Test Net-

work. The result demonstrates the effectiveness of our proposed scheme in terms

of gas consumption and transmission latency compared with existing systems,

e.g., uPort.
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Figure 3.1: Hierarchical Identity Management Scheme in MoDID.

3.2 System Architecture

In this section, we introduce MoDID and our prototype platform for multiple con-

trollers by hierarchical controller management. Since the process of identity manage-

ment involves managing controllers and managing credentials, we divide our system

into two parts, i.e., controller management and credential management, as shown in

Fig. 3.2 and Fig. 3.4 respectively. In the controller management part, we use smart

contracts in Ethereum to hierarchically manage controllers, like adding/deleting con-

trollers or giving/removing controllers’ roles. In the credential management part,

we use smart contracts to store credentials’ addresses and use the interplanetary file

system (IPFS) to store credentials for scalability consideration.

Ethereum [6], introduced by Vitalik Buterin in 2015, is a decentralized blockchain

platform that extends the capabilities of traditional cryptocurrencies like Bitcoin.

Ethereum offers a programmable blockchain, enabling the development and execu-

tion of smart contracts [67] and decentralized applications (DApps) [7]. Another
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Figure 3.2: Identity Management Scheme in MoDID.

component in our system is IPFS. The IPFS is a distributed file system where peers

connect to each other to store files[4]. It relies on hash-addressing to avoid redundant

storage. The users are required to remember the hash addresses of their data for

retrieval.

3.2.1 Hierachical Controller Management

We design a hierarchical controller management scheme to limit controllers’ permis-

sion reliably, as shown in Fig. 3.2. According to the process of identity management,

we classify controllers into three categories, i.e., root controllers (RC), basic controllers

(BC), and delegates.

• RCs, which are usually executives in organizations, have the highest permission

for identity. They can manage other controllers and all credentials. Especially,

the controller management functions include adding/removing other controllers

and giving controllers different permission based on their reputation. The cre-

dential management operations contain collecting, usage, and storage.
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Table 3.1: Permission of Different Controllers.

RC Delegate BC

Controller management X - -

Key recovery - X -

Update credentials X - X
Present credentials X - X

• Delegates are special controllers. Delegates can assist RCs in recovering control

of their identity if RCs lose their private keys. The key recovery process will be

described in 3.2.3.

• BCs, which are less trusted, are usually staff in an organization. BCs can not

perform controller management operations, but they can present the credentials

to verifiers.

From Table 3.1, we can see that the RCs have the privilege to control the identities.

Thus, we design two ways for RCs management, i.e., independent way and group way,

as shown in Fig. 3.3 (a) and Fig. 3.3 (b) respectively. This is because any malicious

RC can optionally give any entity RC’s permission or remove other controllers, which

may lead to serious credential leakage problems. In the independent management

scheme, any RC could independently do administration operations. While in a group

management scheme, RCs must reach a m-of-n consensus using on-chain ways. Espe-

cially, only if more than ✓m RCs call the smart contract, the management operations

could be performed successfully. ✓m is a threshold. Although group management may

lead to extra gas consumption, it can significantly reduce the risk of identity imper-

sonation and privacy leakage. This is because one RC can not optionally manage

other RCs before reaching a consensus with other RCs.

MoDID improves the threshold for launching identity impersonation attacks by as-

signing distinct permissions to controllers based on their reliability. We assume that
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Figure 3.3: Two Ways for Root Controller Management.

there are r RCs, b BCs, and d delegates in a DID system. The probabilities that

a root controller, basic controller, or delegate becomes malicious are denoted as Pr,

Pb, Pd, respectively, where Pr is significantly lower than Pb and Pd. In traditional

systems, since all the controllers possess super permission, the probability of an iden-

tity impersonation attack is max{Pb, Pr}. However, in MoDID, only RCs with high

credit have the right to manage other controllers. Besides, to limit RCs’ permission,

we support both independent way and group ways for RCs. Thus, in the independent

way, the probability of an impersonation attack is Pr. In the group way, the prob-

ability that they launch identity impersonation attacks is Pr

dr✓me, where d·e denotes

the ceiling function, indicating rounding up. Both Pr and Pr

dr✓me are lower than

max{Pb, Pr}, which shows that MoDID effectively enhances system security against

identity impersonation attacks.

The overview of our hierarchical controller management in our platform is shown in

Fig. 3.2. It comprises two smart contracts, i.e., IdentityManager and Proxy. The

IdentityManagement smart contract is used for controller management. It mainly
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contains eight tasks, including creating/removing identity, adding/removing RCs,

giving/revoking BCs’ permission, managing the delegate list, and key recovery. The

Proxy contract takes responsibility for identification and interaction with extra con-

tracts.

The identityManagement smart contract contains functions related to controller man-

agement. These functions are represented as follows:

createIdentity (root_controller, delegates, management) is invoked by the

RCs to create an identity. It takes the RC address, delegates list, and management

way as inputs. Firstly, the controller generates a pair of keys based on Elliptic Curve

Cryptography (ECC). To get the address, we can use the Keccak256 algorithm and

get the hash value of the public key. The last 20 bytes of the hash value serve as the

address. Due to the one-to-one binding relationship between the user address and

the public key, in our system, the controllers are required to publicize their addresses.

The delegates list contains the delegates’ addresses. The management parameter

refers to the management method of the root controller, including group way and

independent way. After executing, it creates a Proxy instance. The instance address

serves as the identification. Through the instance, controllers can call other contracts.

After that, the root controller gains the privilege to control the identity. The root

controller can invite other controllers to jointly control the identity by calling other

related functions.

addController (id, newController) and remController (id, oldController)

are executed by RCs to add/remove other root controllers. They both take identity

and controller address to be processed as inputs. Especially, in a group management

way, unless more than ✓m RCs call these functions and reach a consensus, operations

cannot take effect. In an independent management way, any root controller can add

or remove other controllers by calling the corresponding functions.

addRecovery (id, newRec) can be executed by RCs to add delegates. This func-
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tion takes the identifier and delegate’s address as inputs. After execution, the corre-

sponding delegate can help the root controllers recover control over the identity when

necessary. The opposite is remRecovery (id, newRec), which is used to remove a

delegate. Like addRecovery, it is executed by RCs. After execution, the revoked

delegate cannot participate in recovering control over the identity.

addBC (id, controllerAddr) and deleteBC (id, controllerAddr), which can

only be revoked by RCs, are used for adding/removing BCs. They take the identifier

of the subject and the address of BC as input. After addBC() function execution, the

corresponding BC can present the credentials of the subject. After revoking function

deleteBC() execution, the revoked BC cannot control the identity by presenting its

credentials.

3.2.2 Verifiable Credential Management

In this part, we introduce our verifiable credential management scheme, including

collection, usage, storage, and verification. The structure of credential management

is shown in Fig. 3.4. We use the credentialManagement smart contract for 1) stor-

ing credential storage addresses, 2) checking controllers’ permission, 3) verifying the

signatures of credentials. As for credential storage, we take advantage of the IPFS

system due to the expensive gas fees of Ethereum.

Like physical credentials, verifiable credentials are issued by authorities to prove sub-

jects’ attributes. Verifiable credentials contain three parts, i.e., metadata, claims, and

signatures. Metadata contains properties of the credential, such as the issuer’s iden-

tity, the expiry date, and the UUID. The UUID is the unique identifier of credentials.

Claims are expressed as key-value pairs, like {degree: Bachelor’s degree}. Is-

suers’ signatures ensure that the credentials are unmodified and issued by authorities.

In a verifiable credential system, there are three parts, i.e., issuers, holders, and

verifiers[63]. Issuers are usually authorities, like governments or universities. Holders
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can present the verifiable credentials to verifiers. Verifiers will verify the validation

of the Verifiable credentials for identification or authentication. To be specific, when

holders want to prove their attributes to verifiers, holders request issuers to issue

verifiable credentials containing the attributes proof. Then, holders must sign with

their private keys to prove their ownership over the identity. Apart from integrity,

the signature can make the credential non-transferable. This is because other entities

without the correct private keys cannot forge the signature and cannot forge a correct

signed verifiable credential. The signed verifiable credential is then presented to

verifiers. The signed verifiable credential is called a verifiable presentation. Here is

an example of a verifiable presentation to prove the subject’s attribute of a bachelor’s

degree.

{

‘uuid’: ‘ec8910ad-b2d3-49ad-b27d-b73ed8bc9328’,

‘type’: ‘credential_type’,

‘issuerId’: ‘0x063103A47e4bd93A407d1435818d294408BAD44b’,
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‘issuanceDate’: ‘2023-07-04 14:15:00’,

‘expirationDate’: ‘2023-07-11 14:15:00’,

‘credentialSubject’:

{‘id’: ‘0xcB4e66eCA663FDB61818d52A152601cA6aFEf74F’,

‘claim’:

{‘degree’: ‘bachelor degree’,

‘university’: ‘Hong Kong Polytechnic University’

}

},

‘proof of issuer’:

{‘type’: ‘ECDSA’,

‘verificationAddress’: ‘0x53d72B5B1Ba635D5fc03180701D25119Be91CB73’,

‘signature’:HexBytes(‘0x9f62062782015c77391bc507ac6416d2beaff380859425d

4aef80149b5b425e0408b049a4fcc317153551836267d59b48ac34124d3857acec05998

1b37a4b02a1c’)

},

‘proof of holder’: {

‘type’: ‘ECDSA’,

‘verificationAddress’: key_1,

‘signature’:HexBytes(‘0xa7011ae8435dc21e37d64630a842f1b0694332103eebf0ee

1b019f3361706ee17ca3984377e3a41fd717d94114f3f3557a625d285cce75977e87d56fb
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2b19fd91b’)

}

}

After receiving the verifiable presentation, verifiers will check the validation of the

verifiable presentation, including 1) checking the expiry time, 2) checking revocation

information, 3) verifying the controller’s access, 4) verifying the signatures of holders

and issuers.

Apart from the usage of credentials, MoDID also supports credential revocation op-

erations. If the users misbehave or their credentials are at risk, issuers can revoke

users’ credentials. The issuers can upload the revoked UUIDs to the smart contract,

due to the public nature of the smart contract. They can call the setRevo function

to publicize the UUID of revoked credentials. Anyone can check whether a credential

is revoked or not by querying it.

Credential storage is vital for controllers. This is because using credentials is a fre-

quent operation, while pre-operations like issuing and signing for the credentials are

time-consuming. Thus, we support the holders in uploading the encrypted credential

presentation to the IPFS. The IPFS is a distributed file system where peers connect

to each other to store files [4]. IPFS uses content-addressing to uniquely identify

each file in a global namespace connecting IPFS hosts. The file system is maintained

by many nodes and thus reduces The risk of single-point failures. The decentralized

characteristic improves the scalability of the MoDID system. Especially, RCs can

use a shared secret key to encrypt the signed credentials. They can use any Data

Encryption Algorithm, like Data Encryption Standard (DES) or Advanced Encryp-

tion Standard (AES). After the access check by the smart contract, the RCs upload

the credentials to the IPFS. Since the IPFS rely on hash addressing, the users can

upload the hash address of their credentials to the smart contract to reduce the loss
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of credentials. Note that, since multiple controllers have access to credentials, the

signatures in the credentials may be from different controllers.

The credentialManagement smart contract presents the following functions:

logUpdate (id, type,fileAddr) function will be invoked by RCs to store users’

credentials’ addresses. The first input is a string to allow users to store different cre-

dentials partly. The second input is the hash address of credentials in IPFS. After the

successful invocation, the mapping between the subject’s identifier, the type of cre-

dential, and the credentials’ storage address is recorded in the blockchain system. The

controllers can get the storage address if necessary. getCreAddr (id, controller,

type) is invoked by the corresponding controllers with permission to get the cor-

responding hash address. After getting the hash address, users can download the

encrypted credentials from the IPFS.

setRevo (UUID, cred) function can be invoked by issuers to revoke credentials. The

smart contract will check the validation of the signatures and then record the UUID.

The opposite is checkRevo (UUID), which anyone can query to check whether the

credential is revoked or not.

3.2.3 Key Recovery Scheme

In a DID system, users are responsible for properly storing private keys. The private

key loss means the complete loss of the identity, including private credentials and

digital assets. Thus, we design a flexible and low-overhead way for key recovery,

considering credential revocation and network delay. Like authentication systems

in Web2, we consider control recovery to help controllers recover control over their

identity and credential revocation (CR) after recovering controllers’ control to reduce

the risk of identity impersonation.

In the control recovery part, we discuss two situations based on whether the absence of
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Figure 3.5: Two Recovery Mechanisms for Key-Lost Controllers.

the key-lost controller will affect the execution of controller management operations.

1) If the key-lost controllers are BCs, delegates, or RCs without whom the rest of the

RCs can still reach managing m-of-n consensus, the RCs can directly replace their

address to control the identity. We call this method RC-assisted control recovery, as

shown in Fig. 3.5 (a). Especially, the key-lost controller locally generates a new pair

of keys and informs RCs of their new addresses in an off-chain way. RCs can replace

the original address with the new one by calling remController and addController

functions so that the key-lost controller can use the newly generated key to control

the identity.

2) We also make use of social control recovery in some cases, as shown in Fig. 3.5

(b). Since it is high-overhead, we only rely on it for control recovery in the two cases.

Firstly, in group management, the rest of the RCs can not reach a m-of-n consensus

because of the absence of the key-lost RC. Secondly, in independent management,

without the key-lost RC, no other controllers have the right to add a new RC. In

social control recovery, we rely on delegates. Delegates, usually controllers’ friends
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or relationships, can help RCs recover control over their identity. Especially, when

RCs lose their private keys, RCs can generate new key pairwises. Then, RCs inform

delegates of the new address in off-chain ways. After receiving the new address,

delegates can call Recovery function with the input identifier and new address. If

more than ✓r delegates call the function, the key-lost RCs can use the new private

key to control the identity again. ✓r is a threshold.

However, in an asynchronous environment, it is common for delegates to repeatedly

call the function to add different addresses as the identity root controller. Therefore,

we set a time threshold T . Within time T , only one controller can be added through

the key recovery scheme. If delegates successfully recover the private key for the

identity id in time T , the system will refuse any control recovery request from any

delegates.

After recovering controllers’ control, CR operations can reduce the risk of identity

impersonation. This is because anyone who stole the key may access credentials

stored in the IPFS, leading to privacy leakage and identity impersonation problems.

In MoDID, we consider controllers except for delegates, because delegates without

access to credentials cannot lead to credential leakage. Besides, rather than revoke

all credentials, we only revoke credentials signed by controllers except the key-lost

controller. This is secure because credentials signed by the key-lost controller are

invalid without the other controllers’ private keys. Especially, controllers first send

revoking requests to corresponding issuers. Secondly, issuers publicly store the UUID

in the smart contract after verification.

3.3 Platform Implementation and Evaluation

In this section, we build a DID prototype platform based on the MoDID algorithm.

Besides, in order to make our protocol platform user-friendly, we also build a user
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interface (UI), which serves as a digital wallet. In our prototype system, the issuers

can create the issuers’ identity and issue credentials to the users. The users can create

identities, manage the controllers with fine granularity, and present credentials. The

verifiers can also verify the credentials presented by holders. To validate the feasi-

bility and practicality of MoDID, we compare the performance of MoDID and the

uPort system in various tasks. Firstly, we deploy our smart contract in the Ethereum

Sepolia Testnet. Secondly, for hierarchical controller management operations, rather

than time consumption, we evaluate the gas consumption, which measures the com-

putation of operations. This is because time consumption can be significantly reduced

if the users pay more gas fees to miners, while gas consumption is a relatively stable

measurement. Thirdly, We use time consumption to measure credentials management

operations, i.e., storage and verification. To prove the effectiveness of our scheme, we

implement the popular uPort system as the baseline approach.

3.3.1 MoDID Implementation

We implement MoDID using the Ethereum blockchain and the IPFS system. The

experiments are conducted on a MacBook Air with Apple M2 CPU and 8 GB of

RAM. We use Node 18.13.0. For the Ethereum system, firstly, we use Solidity 0.8.17

to compile the three smart contracts. Subsequently, we deploy and test the smart

contract on the Sepolia Ethereum Testnet using Truffle 5.7.2 and Infura. Truffle

achieves built-in smart contract compilation, linking, and deployment. Additionally,

the codes are written in Jupyter Notebook using Python 3.10.9 for other functions. We

use the Python library Web3 5.31.3 to interact with Ethereum and use the Python

library Ipfshttpclient 0.4.13.2 to update/download credentials in the IPFS system.

Besides, in order to make our protocol platform user-friendly, we also build a digital

wallet using Flask 1.1.2 for the backend interface. We use Web3.js and Vue.js for the

front page design.
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Table 3.2: The Gas Used for Smart Contract Deployment.

Gas used Total cost (wei)

IdentityManage 5, 341, 907 96, 154, 326

Proxy 1, 342, 453 24, 164, 154

CredentialManage 1, 956, 325 3, 521, 385

In our DID ecosystem, there are 1, 000 DID subjects. We test our system using ar-

bitrary subjects. For the identity, there are 3 RCs, 35 BCs, and 3 delegates. There

are 200 credentials portraying the attributes of the DID subject. RCs can manage

other controllers, upload credentials to the IPFS, and present all credentials to ver-

ifiers. Since RCs’ privilege, we support two ways for RCs management, i.e., group

and independent management. In group management, RCs must reach a consensus

before admin functions take effect. While in independent management, every RC

could manage other RCs independently. Delegates take responsibility for key recov-

ery through on-chain voting way. BCs can only read and use credentials in the IPFS.

In our setting, the admin threshold ✓m and key recovery threshold ✓r are 2/3. Only

if more than 2 RCs/delegates vote do the controller management operations/key re-

covery operations take effect. For credential revocation, issuers will update revoked

UUIDs to smart contracts every 30 minute.

3.3.2 Performance Analysis

We deploy the smart contract on the Sepolia Testnet. Table 3.2 displays the creation

transaction details of the three smart contracts, identityManagement1, proxy2, and

credentialManagement3 respectively in the Sepolia Ethereum test network.

1https://sepolia.etherscan.io/address/0xCfEB869F69431e42cdB54A4F4f105C19C080A601
2https://sepolia.etherscan.io/address/0x5b1869D9A4C187F2EAa108f3062412ecf0526b24
3https://sepolia.etherscan.io/address/0xe78A0F7E598Cc8b0Bb87894B0F60dD2a88d6a8Ab
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We compare the gas consumption with that of the uPort system. Table 3.3 shows

the comparison. Firstly, from the comparison of the independent management op-

erations, we can see that the gas consumption of some functions is lower than that

of the uPort system, including adding/removing an RC, adding/removing a delegate,

storing credential addresses, and key recovery. Creating identity operations, less fre-

quently used than other functions, costs more gas. This is because more traversal

statements are used to reduce the gas consumption of other functions. Secondly, the

group management and BC management functions are especially used in MoDID.

The group management scheme costs higher gas consumption than that of indepen-

dent management. However, the group management way can significantly reduce the

risk of identity impersonation. This is because RCs are required to reach an m-of-n

consensus in on-chain ways. BC management functions are used to add or remove

BCs, with gas consumption 5, 695 and 8, 490, respectively. Because MoDID consumes

less gas than the same operations in the uPort system, we can infer that our unique

functions for multi-controller scenarios are low-consumption.

As for the verifiable credential system, we evaluate the time consumption for storage

and verification. We first compare the transmission latency of uploading/downloading

credentials for storage with that of the uPort system. Because the users upload/download

text credentials files with small sizes, we use credential files ranging from 894Byte to

103KB for testing. The result is shown in Table 3.4. When the sizes of credentials are

894Byte, 2KB, and 103KB, the uploading/downloading delay is lower than that of

uPort. If the sizes are 7KB and 12KB, the uploading delay is lower, while the down-

loading delay is slightly higher. The transmission latency of uploading/downloading

in MoDID is similar to that of baseline on average, which implies that the latency

caused by credential transmission is acceptable.

We also test the efficiency of credential verification. In traditional schemes, verifiers

check the expiration, revocation, and signatures. While in MoDID, verifiers need

one additional operation, i.e., controllers’ permission check. We compare the time
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Table 3.3: Gas Consumption Comparison.

Functions MoDID UPort system

Independent

management

Create an identity 1, 418, 356 748, 422

Add a RC 34, 319 85, 447

Remove a RC 17, 240 48, 591

Add a delegate 34, 493 36, 046

Remove a delegate 17, 016 17, 160

Key recovery 166, 245 202, 486

Add a BC 5, 695 -

remove a BC 8, 490 -

Group

management

Create an identity 1, 350, 036 -

Add a RC 128, 733 -

Remove a RC 112, 404 -

Credential
Upload credential address 75,001 84,830

Revoke credentials 52, 477 -

consumption of credential verification in MoDID with the traditional scheme. Fig. 3.6

plots the variation of time consumption with the number of revoked credentials. The

average time consumption of credential verification increases from 0.0441s to 0.0528s

because of the addition of permission checks. Although the operations bring an extra

average 0.0086s time consumption, it reduces the risk of identity impersonation and

privacy leakage.

MoDID has good scalability. First, the decentralized nature of identity management

enables MoDID with promising scalability. We use Ethereum to store users’ mapping

of identifiers and addresses. The users rely on IPFS to store the credentials. The IPFS

is a distributed file system with low uploading/downloading latency. Multiple nodes

jointly maintain identity-related data. In large-scale scenarios, when some nodes fail,
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Table 3.4: Transmission Delay of Credential Storage.

Credential

size

MoDID UPort system

Uploading Downloading Uploading Downloading

2 KB 6.9260 ms 6.1218 ms 7.9848 ms 7.4203 ms

7 KB 8.9459 ms 8.2831 ms 8.9601 ms 8.1121 ms

12 KB 9.8459 ms 8.0857 ms 9.4342 ms 8.4042 ms

103 KB 121.5538 ms 17.2641277 ms 123.5351 ms 18.7418 ms

the whole system can also function normally. Secondly, mechanistic security makes

MoDID able to be applied to large-scale scenarios. We propose a hierarchical identity

management scheme, enabling fine-grained controller access control and optimized

key recovery mechanisms. MoDID resists impersonation attacks and reduces the key

recovery overhead. Thirdly, through the experimental results, we can conclude that

MoDID is low-overhead. MoDID consumes much less gas consumption than state-

of-the-art. Even though the time consumption of verification is slightly higher than

that of traditional models, it makes our system resist impersonation attacks caused

by malicious or misbehaving controllers. Thus, MoDID has promising scalability.

3.4 Chapter Summary

In this chapter, we propose MoDID, a fine-grained and W3C-standard compatible

identity management scheme for multiple controllers. To address the identity imper-

sonation issues not considered in existing schemes, MoDID establishes a hierarchical

identity management system, allocating different levels of credential access and con-

troller management permission to distinct controllers. Besides, MoDID proposes a

flexible key recovery scheme for multi-controller scenarios with less overhead than

existing systems. We also develop a prototype system to validate the feasibility and

37



Chapter 3. MoDID: a Fine-Grained and Secure Identity Management Scheme for
Multiple Controllers

Figure 3.6: Time Consumption Comparison of Credential Verification.

practicality of MoDID. The evaluation shows that MoDID allows multiple controllers

to securely control identities while incurring less time and gas consumption than the

uPort system.
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Chapter 4

Privacy and Secure Enhancement

against Attacks in Multi-Controller

Scenarios

4.1 Overview

In Chapter 3, to solve the problems caused by coarse-grained identity management,

we propose MoDID, a fine-grained and low-overhead identity management scheme.

However, the security and privacy issues have not been completely addressed. In this

chapter, we focus on the issues stemming from blockchain’s characteristics, i.e., data

transparency and high ledger-commit latency. We find two attacks for multi-controller

identities caused by the blockchain’s characteristics, i.e., controller-correlation attacks

and identity impersonation attacks by revoked controllers. We also propose a privacy-

preserving and secure decentralized identity management scheme to resist the two

attacks. This chapter is structured as follows. In Section 4.2, we give a detailed

description of our proposed problems in multi-controller scenarios, i.e., controller-

correlation attacks and identity impersonation attacks by revoked controllers. To
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mitigate controller correlation attacks, we present a privacy-preserving scheme and

its detailed designs in Section 4.3. To reduce the risk of identity impersonation

attacks, we propose a lightweight identity authentication scheme, which is introduced

in Section 4.4. Finally, we conclude this chapter in Section 4.6.

4.1.1 Problem Statement

DID is a robust and privacy-preserving identity management scheme in Web3 ap-

plications. In 2022, W3C defines the DID application to multi-controller scenarios.

There is research on decentralized identity management in multi-controller scenarios.

The uPort [39] allows multiple controllers to control an identity. But uPort is coarse-

grained on privilege allocation. Based on the uPort system, we propose MoDID in

Chapter 3, which is a hierarchical identity management scheme with fine-grained con-

troller access control. controllers are divided into three distinct roles based on their

reliability, i.e., root controllers (RC), delegates, and basic controllers (BC). Different

controllers are responsible for different operations within the identity management

process, such as controller management, key recovery, and credentials presentation.

Despite these advancements, current solutions do not pay attention to the preva-

lent linkability of controllers and the demanding real-time retrieval of public keys in

multi-controller scenarios. The root cause of this oversight lies in the failure to con-

sider the characteristics of blockchain systems, namely data transparency and high

ledger-commit latency.

The missing consideration of the controller likability and real-time retrieval require-

ment may lead to serious privacy and security problems.

• Controller-correlation attacks. It is common practice for controllers to use

a single key pair to control multiple subjects in traditional solutions. The bad

thing is that controllers directly upload the plaintext of public keys to the

blockchain[50]. Due to the data transparency nature of blockchain systems, the
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public keys are linkable. This insufficient consideration leads to the leakage of

user privacy. Adversaries can correlate the public keys and infer relationships

between different subjects, like colleague relationships, as shown in Fig. 4.1.

• Identity impersonation attacks by revoked controllers. The verifiers are

assumed to retrieve real-time public keys for verification, which is impracticable.

The verifiers with capability-limited devices experience long-time block synchro-

nization latency to synchronize blocks. They may retrieve stale public keys in

the verification process [28, 24]. Consequently, the revoked controllers can im-

personate the identity, and access illegal resources, as shown in Fig. 4.2. This

problem becomes more severe for multiple-controller scenarios due to frequent

revocation operations on the controllers.

4.1.2 Sketch of Solution

To address the above issues encountered by the existing system, we propose a privacy-

preserving and secure identity management scheme for multiple controllers, which
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complies with the W3C DID standards [50]. We can prevent external adversaries

from inferring the relation between different DID subjects. Besides, our system en-

ables the verifiers to access fresh public keys without compromising system avail-

ability. To resist to controller-correlation attacks, we design a privacy-preserving

controller management scheme based on the Merkle tree. Specifically, the controllers

of multi-controller identities locally construct a Merkle tree containing the controllers’

public keys and permission. Subsequently, they upload the digest of the Merkle tree

to the blockchain. By concealing controllers’ public keys behind the digest, adver-

saries are unable to deduce relationships between identities by correlating controllers’

public keys. To solve the insecure controller revocation problem, in our scheme, the

verifiers only download lightweight block headers regularly, rather than synchroniz-

ing heavy blocks. The holders take responsibility for providing the freshness proof,

proving that their digest is included in the newest block. With the proof and block
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headers, the verifiers can access up-to-date public keys efficiently, reducing the risk

of impersonation attacks from revoked controllers.

The major contributions of the work are summarized as follows.

• We find two new attacks caused by multiple controllers toward DID manage-

ment, i.e., controller correlation attacks and impersonation attacks caused by

controller revocation. These attacks may lead to serious privacy leakage and

insecure authentication problems.

• We propose a privacy-preserving and secure identity management scheme for

multiple controllers to resist the two attacks. Our scheme allows the controllers

to prove ownership over the identities without publicizing their public key. Be-

sides, our secure authentication strategy allows the verifiers to access up-to-date

public keys without synchronizing heavy blocks

• We build a DID prototype platform based on the Sepolia TestNet. The result

demonstrates the effectiveness of our proposed scheme in terms of gas consump-

tion, and cost of proof generation and verification compared with the state-of-art

work.

4.2 System Design

4.2.1 System Model

Our system contains four different roles. We summarize the roles and their functions

in the following.

• Ethereum system: The Ethereum system supports smart contracts. It serves

as a public ledger to maintain the mapping between users’ identifiers and public
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keys. The parties participating in the authentication process, as well as any

external parties, can fetch the public key with the input identifiers.

• Issuer: Issuers refer to the centralized authorities, like governments or univer-

sities. These authorities can issue verifiable credentials to the holders.

• Holder: The holders are usually users in the Web3 era. They can collect

verifiable credentials from issuers and keep these credentials in their own wallets.

If they want to get authentication, they can present the verifiable credentials

to the verifiers. The presented verifiable credentials are also called verifiable

presentation.

• Verifier: The verifiers are usually web service. They participate in the au-

thentication process by verifying the verifiable presentation presented by the

holders. Apart from checking basic information, the verifiers are required to

fetch public keys from the blockchain system, and then verify the signatures of

both issuers and holders. After credential verification, the verifiers can provide

web resources for the qualified holders.

4.2.2 Threat Model

We find two attacks that may arise in the existing DID systems, which impede the

application of DID in multi-controller scenarios. In this section, we describe the two

attacks, i.e., controller correlation attacks, and identity impersonation attacks.

Controller correlation attacks

We assume that the adversary can access the data recorded in the blockchain. The

adversary’s goal is to infer the relationship privacy between different subjects by

correlating the controllers’ public keys in the blockchain. We assume that the verifiers

are not curious about the relationship privacy. We also assume that the adversary
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can not eavesdrop on the communication between the holders and verifiers due to the

high cost.

The adversary can implement controller-correlation attacks. This is because the con-

trollers upload the plaintext of mapping(id, pk) to the blockchain. The controllers

may use a single key pair to control multiple subjects. The adversary can fetch public

keys recorded in the blockchain and infer the relationship between different identities

by linking public keys. Fig. 4.1 illustrates an implementation example of the pro-

posed controller-correlation attacks. By correlating pk1 and pk2, the adversary may

infer that the id2 subject and the id3 subject are colleagues in the organization with

id1. Besides, by correlating pk3, the adversary can infer that organizations with id1

and id5 have the same staff with id4.

Identity Impersonation Attacks

We assume that the adversary previously had control over the multi-controller iden-

tity, but this access was recently revoked. The adversary’s goal is to impersonate

the identity and enjoy the illegal resources, even though he is removed. Besides,

we assume that the verifiers are full nodes and take part in the ledger-commitment

process.

The adversary can launch the identity impersonation attacks. In DID systems, con-

trollers’ public keys are recorded in the blocks. Due to high block synchronization

latency, the verifiers with capability-limited devices may experience long-time latency

in synchronizing the latest blocks. Thus, the verifiers may have difficulty in retrieving

the real-time public keys. Due to the stale public key retrievals, the adversary may

impersonate the identity after revocation and enjoy illegal resources. Fig. 4.2 shows

an example of identity impersonation attacks. The revocation operation of controller

2 is executed in block 18034. After the emergence of block 18035, controller 2 presents

the organization’s credential to the verifier with only the first 18033 blocks. Despite
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the revocation, the verifier incorrectly validates the credentials. This is because,

without the latest two blocks, the verifier mistakenly considers that controller 2 still

retains control over the identity.

4.2.3 Use Case

Our system provides a strong privacy and security guarantee. Thus, our system has

a wide range of use cases. We list several examples of what our system brings to the

Web3 ecosystem.

Know Your Customer (KYC). Laws in various jurisdictions require service providers

to meet strict compliance responsibilities to identify or qualify their customers, for

example, through KYC [38]. Authentication often requires the user to provide per-

sonally identifiable information (PII). However, there are no universal identifiers for

authentication. Credentials with different schemas can increase the burden of the

verifiers. Our system serves as a decentralized and universal identity management

scheme, which makes it possible for users to use universal identifiers and credentials

for authentication.

Decentralized social networks in Web3. Apart from the web services, the users may

also need authentication and control of access to build healthy social networks1. Cus-

tomizable access control is important in the Web3 era. For example, it is a common

need for users to block unwanted calls from unknown numbers [14] or block spam

from unknown senders [1]. Traditionally, centralized service providers, like telephone

operators or email operators, can classify wanted or unwanted social requests using

artificial intelligence technologies [29]. However, the centralized strategy is difficult to

apply directly to the Web3 era, due to its potential privacy leakage and data central-

ization. Secondly, achieving customizable access control leads to high overhead. In

our system, everyone can define individual access policies using low overhead. They

1https://www.kaleido.io/blockchain-blog/use-cases-for-decentralized-identity.
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can verify the provided credentials using the public keys recorded in the blockchain

system and authenticate the other individuals’ identities easily in a decentralized and

privacy-preserving manner.

4.3 Privacy-preserving Scheme for Controller Corre-

lation Attacks

Existing systems for multi-controller scenarios may lead to controller-correlation at-

tacks. In our system, we propose a privacy-preserving scheme based on the Merkle

tree for the controller registry. Our scheme allows controllers to prove their ownership

over an identity without publicizing their public keys.

The Merkle tree algorithm [34] is proposed by Ralph Merkle in 1979, which is a vec-

tor commitment scheme [45]. The algorithm is widely applied in blockchain systems

for its efficient data verification and privacy preservation. The basic structure of the

Merkle tree is the tree data structure. It can be a binary tree or a polytree. Here, we

use the binary tree as an example. We define the input of the Merkle tree as vector

V = (m1,m2, ...,mn), which can be data with arbitrary length. Firstly, to get the leaf

nodes, we compute the hash value of each element mi. Due to the one-way character-

istic of the hash function, it is difficult to infer mi based on the hash value. Secondly,

the Merkle tree hashes all elements in V and then recursively hashes the result in

a pairwise manner using the defined hash function until obtaining a single element

called Merkle root or digest. The Merkle root serves as the commitment of the vector.

Given the Merkle root, We can determine whether an arbitrary element is contained

by vector V in an efficient and privacy-preserving manner. For membership proof,

we only obtain the sibling nodes of the targeting leaf nodes. Opposite, we compute

the hash value of the Merkle proof in a pairwise manner and compare the computed

digest with the given one. Thus, The time complexity of proof generation and veri-
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fication is both O(logn). The Merkle tree can also be used for privacy preservation.

Besides, it can also be used to protect users’ privacy. This is because it allows users

to certify that potential candidates are an element of a certain set without revealing

the other members of the set.

We consider a hybrid DID system, including single-controller identities and multi-

controller identities. For single-controller identities, the controller just uploads the

plaintext public keys to the blockchain, because they are not linkable. For multi-

controller identities, the controllers can build a pk Merkle tree containing the con-

trollers’ public keys. They only upload the digest of public keys to the blockchain.

Due to the one-wayness of the hash function, adversaries cannot infer public key

information from the digest.

Specifically, for multi-controller identities, the controllers locally build pk Merkle tree

and upload the digest to the blockchain system.

• Local digest computing. We define the controller vector V = {v1, v2, ..., vn}.

To be compatible with the hierarchical scheme in the MoDID system, we de-

fine controller i using vi = {pki, ri}. pki is the public key. ri is the role of

the controller. Controllers with different roles have distinct access to identity

management operations. With V as input, the controllers build the pk Merkle

tree. Firstly, the controllers compute every leaf node. leafi = hash(vi). They

can use arbitrary hash functions. Here, we use the SHA256 algorithm as an

example. The controllers hash all leaves and recursively hash the result in a

pairwise manner until obtaining a single element called digest or Merkle root.

With the pk Merkle tree, any controller can efficiently prove their ownership

over the identity without leaking other controllers’ public keys.

• Digest upload. After obtaining the digest, any controller i owning high permis-

sion with vi uploads the mapping to the smart contract. Firstly, the controller

i calls the corresponding function in the smart contract. The controller is also
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called smart contract caller. Apart from identifier and digest, the smart con-

tract caller is required to provide Merkle proof ⇢pk of the pk Merkle tree. The

Merkle proof proves that vi is a member of V , which means that the smart

contract caller possesses the privilege to control the identity. Specifically, the

Merkle proof is the hash value of the encountered sibling nodes along the path

upwards, starting from the target leaf node. Then, the smart contract verifies

Merkle proof ⇢pk with the given digest, and then records the mapping(id, digest)

in the blockchain.
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Figure 4.3: A Privacy-preserving Scheme for Controller-correlation Resistance Based

on Merkle Tree.

Fig. 4.3 shows an example of the registry process of an identifier with four controllers.

The controllers construct a pk Merkle tree with input {(pk1, r1), ..., (pk4, r4))}. Then,

they upload digest1 to the blockchain. If the controller with (pk1, r1) wants to prove

their ownership over the identity, they can provide the Merkle proof ⇢ = {h2, h34} for

ownership verification. After that, the controllers can use the identity for authenti-

cation by providing the membership proof ⇢pk of the pk Merkle tree.
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We also support controller changes. 1) Controller addition. If the controllers want to

invite other controllers with (pkj, rj) to jointly control the identity, they can modify

the local Merkle tree. Then upload the newly generated digest to the blockchain. Af-

ter execution, the controller with (pkj, rj) can control the identity with corresponding

permission. 2) Controller revocation. It is similar to controller addition operations.

The controllers remove the corresponding leaf nodes in pk Merkle tree and obtain a

new digest. Then the controllers upload the newly generated digest to the blockchain.

Security analysis. Our system can resist to controller-correlation attacks. In our

system, the controllers locally build the pk Merkle tree by recursively hashing nodes.

They only upload the digest to the blockchain. The one-wayness of the hash function

means that we cannot infer public key information from the digest. Thus, the adver-

saries can not infer a relation between different identities by correlating the public

keys recorded in the blockchain.

4.4 Identity Authentication Scheme with Secure Con-

troller Revocation

In Section 4.3, we propose a privacy-preserving scheme based on the Merkle tree

structure for controller-correlation attacks. However, frequent controller changes con-

tradict the difficulty for verifiers to access the latest block data in an asynchronous

environment. The revoked controllers may impersonate the identity and access illegal

resources. To address this problem, we design a lightweight identity authentication

scheme. Specifically, instead of synchronizing all heavy blocks, the verifiers only

download block headers regularly. The holders are required to provide digest fresh-

ness proof, which proves that the digest is contained by the newest block.
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4.4.1 Credential Issuance

The issuers can issue credentials to the holders. The credentials contain three parts,

i.e., metadata, claim, and signature. Metadata contains credential properties, such as

the identifier of the issuer and holder, and the unique identifier of credentials. Claims

are expressed as key-value pairs, like {age: 25}. The signature sigI of the issuers

can guarantee the integrity of the credentials. The signature also proves that the

credential is issued by authorities. This is because the adversary cannot forge the

signature without the authorities’ private keys. Then, the issuers send the generated

credentials to the controllers.

4.4.2 Credential Presentation

To make the credentials non-transferable and resist impersonation attacks caused by

revoked controllers, as shown in Fig. 4.4, the holders are required to provide digest

freshness proof prvdigest, pk validation proof prvpk, and ownership proof prvown, when

presenting credentials. prvdigest proves that the proving digest is contained by the new

block. prvpk proves the validation of the public key used for credential verification.

prvown proves the ownership over the credential.

The digest freshness proof prvdigest proves that the providing digest is the latest.

To resist impersonation attacks, the verifiers regularly download the newest block

headers rather than synchronize blocks. The controllers are required to prove that

the corresponding mapping(id, digest) is contained by the newest block of Ethereum.

The proof can be obtained from the full nodes, like Infura.

The data structure of the Ethereum system is account-based. Fig. 4.5 plots the un-

derlying storage of the mapping. Specifically, the Ethereum system takes advantage

of three trees to keep the transaction and smart contract information, i.e., transaction

tree, receipt tree, and state tree. The roots of the three trees are recorded in the block
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Figure 4.4: A Secure Credential Presentation and Verification with Digest Freshness.

headers. The transaction tree and receipt tree contain all the transaction information

and receipt information respectively. State tree records all the accounts and their

state, including the mapping between the smart contract account and its state. The

mapping(id, digest), as well as other data related to the smart contract, is stored in

the storage tree. The root of the storage tree is maintained in the corresponding state

field of the smart contract account. The account-based feature makes the traditional

Merkle tree data structure difficult to apply directly in the Ethereum system. This

is because frequent updates of account state may lead to high storage overhead or

inconsistent status of blocks. Thus, the Ethereum system adopts Merkle Patricia Trie

(MPT) [74]. MPT is a special Merkle tree that efficiently stores key-value pairs by

compressing the keys. It has high retrieval efficiency and supports efficient member-
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Figure 4.5: The Data Structure of the Ethereum System.

ship proof. Thus, the digest freshness proof comprises two Merkle proofs of MPT

�str and �stt. �str proves that mapping(id, digest) is maintained in the storage tree

of the smart contract. �stt proves that the smart contract and its state are stored in

the state tree. Like Merkle proof, the membership proof of MPT is the hash value of

the encountered sibling nodes along the path upwards, starting from the target leaf

node. With the state root recorded in the block header, the validation of the digest

can be verified.

pk validation proof prvpk proves that the public key is validated for credential verifi-

cation. Specifically, the controllers generate the Merkle path ⇢pk of the latest digest.

This can prove that the public key is valid since his public key is contained by the

digest with good freshness.

The ownership proof prvown is used to prove the ownership over the presented creden-

tials. The above two proofs only prove the validation of the public key, but cannot

prove that the person presenting the credential holds the corresponding private key.

Thus, the controllers can sign for the credentials using their private key and get sigH .
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The signature can guarantee the integrity of the credentials. The signature also proves

that the signer has the correct private key to control the identity. The credentials

are non-transferable because only controllers with the correct private key can use the

credentials.

Thus, the credential presentation (VP) is made up of verifiable credentials and proof

from controllers, which can be defined as equation 4.1.

vp = {metadata, claim, sigI , �str, �stt, ⇢pk, sigH}. (4.1)

4.4.3 Credential Verification

After receiving the presented credentials, the verifiers verify the validation of the

credentials. To make the identity system resist controller-correlation attacks and

identity impersonation attacks caused by insecure controller revocation, the verifiers

are required to regularly download block headers from full nodes and successively

verify digest freshness proof, pk validation proof, and ownership proof.

In our system, the verifiers only maintain several fresh block headers for credential

verification. In traditional systems, the verifiers are required to synchronize all heavy

blocks. They may have difficulty in promptly synchronizing the latest blocks, and

thus obtain stale digest for verification, due to long block synchronization latency

in an asynchronous environment. In our system, the verifiers regularly download

block headers from full nodes and locally keep a certain number of block headers for

verification. Block headers are accessible, because of their lower block propagation

latency. The transmission latency is lower because of its small size. The propagation

of block headers does not require verification, which leads to less latency.

However, in an asynchronous environment, strict freshness can reduce the system’s

availability. This is because the time consumption for proof generation and data trans-

mission is not negligible, leading to unavoidable authentication failure. We make a
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tradeoff of freshness and availability. The verifiers can keep a list with several block

headers. The number of block headers retained by the verifiers is denoted by ↵.

Specifically, the verifiers regularly update the block header list. If the difference be-

tween the current timestamp and the timestamp in the latest local block header is

larger than the average block generation time, the verifiers modify the network con-

figuration to get the latest global block header. This ensures that the verifiers have

fresh block headers for credential verification. Our scheme substantially reduces stor-

age overhead. In traditional systems, verifiers must store all blocks; in contrast, our

approach only requires them to store a limited number of block headers. Let N rep-

resent the total number of blocks in Ethereum. According to statistics2, the average

size of Ethereum blocks is 20 KB. The average size of Ethereum block headers3 is

approximately 0.496 KB. Thus, we reduce the storage overhead for verification from

20N KB to 0.496↵ KB, where 0.496↵ KB is much lower than 20N KB.

With the state root rs in the block headers, the verifiers verify the digest freshness

proof, pk validation proof, and the ownership proof in sequence, which is defined as

the equation 4.2.

V erify(rs, sigI , �str, �stt, ⇢pk, sigH)
?
= 1. (4.2)

For digest freshness verification, the verifiers compute the storage root with �str and

digest. Then, they verify �str with the computed storage root and the state roots in

the local block header list. After verifying, the verifiers believe that the given digest

is fresh enough for authentication. To verify the pk validation proof, the verifiers

compute the digest by recursively computing the hash of ⇢pk. If the computed digest

equals the proved one, the verifier considers the proved public key to be valid. Thirdly,

the verifiers verify the signatures of both the controller and issuer. The signatures

ensure the integrity of credentials. Besides, after the controller’s signature verification,

the verifiers believe the controller’s ownership over the credential. After verifying the

2https://github.com/Ice-Storm/structure-and-interpretation-of-blockchain/blob/master/6_2.md
3https://blog.csdn.net/nina_1314521/article/details/130035921
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issuer’s signature, the verifiers believe that the credential is issued by authorities.

Security analysis. Our system achieves secure controller revocation. In our system,

instead of synchronizing heavy blocks, the verifiers only download lightweight block

headers regularly. The holders take responsibility for providing the freshness proof.

The verifiers can verify the freshness of the digest. Thus, the revoked controllers

cannot impersonate the identities.

4.5 Platform Implementation and Evaluation

In this section, we build a DID prototype platform to evaluate the performance of

our system. To prove the effectiveness of our scheme, we implement the MoDID

system, as the baseline. This is because in our first work, MoDID, we conduct a

performance comparison with the state-of-art work. The experiments demonstrate

the effectiveness of MoDID. In our second work, we mainly focus on the functional

comparison with MoDID.

Firstly, we deploy our smart contract for identity management in the Sepolia Test-

net. Secondly, for controller management operations, we test both time consump-

tion for local pk Merkle tree modification and gas consumption for digest update.

Thirdly, for the verifiable credential subsystem, we simulate the interactions between

the credentials holders and verifiers. Specifically, we focus on parameters such as time

consumption of proof generation and verification, as well as proof size.

4.5.1 Experiment Setting

We implement our system using the Ethereum blockchain. The experiments are

conducted on a MacBook Air with Apple M2 CPU and 8 GB of RAM. For the con-

troller management operations, firstly, we use Solidity 0.8.17 to compile the IdManage
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smart contract. Subsequently, we deploy and test the smart contract on the Sepolia

Ethereum Testnet using Truffle 5.7.2 and Infura. Additionally, for credential pre-

sentation and verification operations, the codes are written in Visual Studio Code

1.74. We use Python 3.12.0. We use the Python library Web3 6.4.0 to interact with

Ethereum and use the Python library Pymerkle 6.1.0 for operations related to the

Merkle tree, including building, proof generation, and verification.

In our DID ecosystem, there are 1, 000 DID subjects, including both single-controller

identities and multiple-controller identities. To be compatible with MoDID, we also

divided the controllers into three distinct roles, RC, delegate, and BC. We test our

system using arbitrary multi-controller identity. For the identity, there are 3 RCs and

13 BCs. There are 20 credentials portraying the attributes of the DID subject. Due

to the same operation process between BC and delegate management, we only choose

BC as an example to test the system performance. The controllers locally maintain

a pk Merkle tree containing the controllers’ public keys and permission. The digest

of the Merkle tree is uploaded to the blockchain.

4.5.2 Performance Analysis

Firstly, we deploy and test the IdManage4 smart contract on the Ethereum Sepolia

Testnet. The gas consumption is 1480024. The total gas fee consumption is around

0.00165 ETH.

For controller management operations, we evaluate the time consumption for local

pk Merkle tree modification. Subsequently, we compared the gas consumption of

our system with a baseline. Table 4.1 illustrates the gas consumption comparison

alongside local time consumption. Firstly, for the time consumption, we can see that

the time consumption ranges from 0.0019ms to 0.2260ms. The results prove that the

operations related to the Merkle tree do not introduce significant time consumption.

4https://sepolia.etherscan.io/address/0xf2e93663F877AA4B333C2773b57c1BB33ECd8496
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Table 4.1: Gas Consumption Comparison and Local Time Consumption for Controller

Management Operations.

Operations
Our system MoDID

Time

overhead

Gas

overhead

Gas

overhead

Create an identity 0.1600 ms 98,776 1,418,356

Add a RC 0.0458 ms 42,587 34,319

Del a RC 0.1221 ms 46,491 17,240

Add a BC 0.1130 ms 36,414 5,695

Del a BC 0.2260 ms 40,406 8,490

Table 4.2: Cost for Proof Generation and Verification.

Proof

type

Proof

size (KB)

Proof generation

time (ms)

Verification

time (ms)

MoDID prvown 0.419 4.804 20.193

Our

system

prvown 0.419 5.515 6.328

prvdigest 2.000 23.226 2.602

prvpk 0.337 0.011 0.010

Secondly, from the gas consumption comparison, we can see that the gas consumption

of identity creation operations is much less than the baseline. Regarding RC and BC

management operations, they result in slightly higher gas consumption compared to

MoDID. Even though the computation of the Merkle tree leads to extra time and gas

consumption, our scheme can make the identity management system reduce the risk

of privacy leakage.

In the authentication process, we evaluate the cost of credential presentation and

verification process. We evaluate the proof size, and time consumption involved in
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these processes. Table 4.2 presents the comparison of the cost for proof generation and

verification. Firstly, the comparison reveals that in our system, the proof size exceeds

the baseline by 2.337 KB. This increase is attributed to the additional requirements

of providing digest freshness proof (prvdigest) and pk validation proof (prvpk) alongside

the ownership proof. Despite the resultant increase in proof size, our system effectively

mitigates controller-correlation and impersonation attacks. Secondly, compared with

MoDID, our system leads to higher proof generation time consumption. This is

because to resist identity impersonation attacks, the holders are required to prove

that their digest is contained in the newest block. The digest freshness generation

requires retrieving the data from the whole blocks. Thirdly, our system consumes less

verification time. In our system, rather than retrieving public keys and permission

from the whole blocks, the verifier only performs a series of hash operations locally

for verification. The results indicate that the system has good overall performance.

This is because a holder occasionally initiates authentication requests, while a verifier

handles substantial verification work.

Specifically, we conduct detailed tests on the efficiency of the credential verification

scheme. In the MoDID system, the verifier retrieves the controllers’ public key and

permission from the blockchain, and then verifies the signatures. While in our sys-

tem, verifiers verify the digest freshness proof, check the controller’s public key and

permission, and verify the signatures. The verification process in our system does not

involve time-consuming on-chain data retrieval operations. Since we do not consider

credential revocation in our second work, we only compare the time consumption for

credential revocation without revocation checks. Fig. 4.6 plots the variation of time

consumption with the number of credentials. We can see that time consumption in-

creases with the number of verifying credentials. Additionally, the growth rate in our

system was significantly lower than the MoDID system. Thus, our credential verifica-

tion scheme is low-overhead. The high verification efficiency for identity management

enables our system with promising scalability.
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Figure 4.6: Time Consumption Comparison for Credential Verification.

4.6 Chapter Summary

In this chapter, we present a secure and privacy-preserving identity management

scheme for multiple controllers, to address relationship privacy leakage and iden-

tity impersonation issues that existing DID systems have not adequately addressed.

First, to address the relationship privacy leakage issues caused by the linkability of

public keys, we develop a Merkle tree-based masking mechanism. This mechanism

obscures identity association by transforming public keys into digests. Second, to

resist identity impersonation attacks caused by high block synchronization latency,

we introduce a lightweight authentication scheme. Our scheme reduces the risk of

identity impersonation by liberating verifiers from the burden of synchronizing heavy

blocks. Finally, comprehensive evaluations demonstrate that our scheme significantly

enhances security and privacy while maintaining high throughput and low overhead,
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compared with state-of-the-art work.
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Chapter 5

Conclusions and Future Research

5.1 Conclusion

In this thesis, we propose a secure and privacy-preserving identity management scheme

for multiple controllers. We focus on the issues caused by both existing coarse-grained

identity management and the intrinsic characteristics of blockchain systems. We solve

the two kinds of issues in our first and second work respectively.

• We propose MoDID to solve the problems caused by coarse-grained identity

management, i.e., identity impersonation by malicious controllers and high key

recovery overhead. MoDID is a fine-grained and W3C-standard compatible

identity management scheme for multiple controllers. To address the identity

impersonation issues in the existing DID system, we propose a hierarchical

identity management system, allocating different levels of credential access and

controller management permission to distinct controllers. Additionally, we pro-

pose an optimized key recovery scheme for multi-controller scenarios with less

overhead than existing systems. To validate the feasibility and practicality of

MoDID, we develop a prototype system. The experimental result shows that
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MoDID allows multiple controllers to securely control identities while incurring

less time and gas consumption than the uPort system.

• We find two new attacks caused by blockchain’s characteristics, i.e., controller

correlation attacks and identity impersonation attacks by revoked controllers.

To resist the two problems in the existing systems, we propose a privacy-

preserving and secure identity management scheme. For controller-correlation

attacks, we design a privacy-preserving controller management scheme, enabling

the controllers to prove their ownership over the multi-controller identities with-

out publicizing their public keys. Additionally, to resist the identity imperson-

ation caused by insecure controller revocation, we design a lightweight authen-

tication scheme with secure controller revocation, freeing the verifiers from syn-

chronizing heavy blocks to reduce the risk of identity impersonation. Finally,

we implement our system on the Sepolia TestNet to evaluate the practicality of

our proposed scheme. The result demonstrates that our system allows multiple

controllers to control an identity in a secure and privacy-preserving manner with

acceptable gas and time consumption, compared with the state-of-art work.

5.2 Future Work

Even though we propose a secure and privacy-preserving identity management scheme

for multiple controllers, our current work certainly has some limitations. In future

work, we will focus on further improving the security performance of the current

systems for multiple controllers.

• Controller-correlation attacks from the verifiers. Even though we pro-

pose a privacy-preserving scheme to resist controller-correlation attacks from

inferring the relationship between different identities, we assume that the veri-

fiers are not curious about the relationship privacy between different identities.
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However, it is possible for verifiers to obtain relationship information by link-

ing different public keys and hashes of public keys in the credentials. In our

scheme, the controllers expose the identifiers, public keys, and Merkle proof to

the verifiers. The Merkle proofs contain the hashes of public keys. The public

key and hash value correspond one-to-one. Thus, after long-time accumulation

or collusion with other verifiers, the verifiers can launch controller-correlation

attacks by linking the public keys and the hash of public keys. In the future, we

plan to combine the zero-knowledge proof [64] and the accumulator algorithms

[51], which can allow the controllers to prove ownership over the multi-controller

identities even without their public keys or the hash values of public keys to the

verifiers.

• Identifier-correlation attacks. Apart from the linkability of controllers’ pub-

lic keys, the linkability of the identifiers may also lead to serious privacy leakage

problems. Although the users can disclose minimal information to verifiers for

authentication, it is possible for the verifiers to launch identifier-correlation at-

tacks and to access extra privacy information by concluding with other verifiers

by colluding with other verifiers. Specifically, it is common for users to present

credentials containing distinct privacy information to multiple verifiers. Dif-

ferent verifiers can correlate the received credentials by linking the identifiers

recorded in the credentials. This can pose a great threat to the privacy data of

users. Thus, it is important to hide the identifier in the authentication process.

In the future, We can take advantage of anonymous credentials [14, 72, 44, 36]

by using cryptography technologies. This can allow the users to present creden-

tials for authentication without disclosing their identifiers. Thus, the verifiers

cannot infer the privacy of the users by correlating the identifiers recorded in

the credentials.

• Sybil attacks. Sybil attacks impede the application of DID in multi-controller

scenarios. The Sybil attack means that the attacker can create multiple iden-
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tities to access web resources at a relatively low cost. Many Web3 applica-

tions, such as airdrop distributions, require identity systems that are resilient

to Sybil attacks. This is because a successful Sybil attack could potentially

lead to huge property losses for airdrop campaigns. Existing Sybil-resistance

solutions normally rely on the biometric attributes of human beings 1 or rely

on the current identifier of authorities [59, 33]. These solutions cannot be ap-

plied in multi-controller scenarios directly. We plan to propose a low-overhead

Sybil-resistance scheme to improve the threshold to launch Sybil attacks for

multi-controller scenarios.

1https://zh-cn.worldcoin.org/
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